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Abstract
Due to difficulties faced by people with disabilities, it is necessary to provide all citizens with mechanisms to guarantee the accessibility of information and services offered through the internet. This study aims to identify which models and tools support developers in the software coding phase in order to meet accessibility requirements. The data obtained were extracted from the literature and were evaluated with professionals working with information technology. It was possible to conclude that taking accessibility into account throughout the software development cycle from the early stages, as well as having models and tools that help during the software coding process are essential to succeed in creating accessible products.
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1 Introduction
The Covid-19 pandemic and, consequently, social distancing have made the need for access and knowledge even more evident and emerging so that the use of digital technological tools is possible [1]. Digital technology has become the center of relationships and practices in society and, therefore, access to resources provided through the internet should be guaranteed to all.

In this context, it is said that a website is accessible when it is understood, operated and perceived by users, regardless of their disabilities [2]. Therefore, the content of Web pages must be accessible as many people may not see, hear, have problems getting around or even have difficulties processing or understanding some type of information [3].

Although there is a need to provide accessibility in Web systems, some companies and software developers face difficulties in incorporating accessibility in their projects [4]. In order to help them and to ensure that systems are accessible so that people with disabilities can use them, international Web standards emerged, developed by the World Wide Web Consortium (W3C) [5].

These W3C standards aim to define the features that websites must contain to provide accessibility for people with disabilities. As an example, we can mention the WCAG guidelines (Web Content Accessibility Guidelines) [6]. Furthermore, in several countries there are laws that make it mandatory to adapt Web systems in order to be accessible to the population [7].

Still, not all available Web resources are accessible for people with disabilities to make use of. This may be related to some problems, such as (i) the lack of technical knowledge of engineers, analysts and software developers; (ii) the lack of tools that support the inclusion of accessibility throughout the software life cycle; and (iii) the prevailing software development culture of allocating insufficient resources (time and people) to the design and evaluation of graphical interfaces [8, 9].

In this sense, some works were developed with the aim of helping to solve these problems. An example is the work of Andrade et al. [10] who presented a method that integrates accessibility to the Software Engineering process and a tool called Acero that provides computational support for the proposed approach. The inclusion of accessibility is carried out in a transparent way, that is, when using the Acero tool, professionals will be able to generate accessible applications without the need to be experts in the area.

Regarding the support of the inclusion of accessibility throughout the software development cycle, the work developed by Oliveira et al. [11], culminated in the development of the framework called Homero, whose
objective is to create HTML code that meets the accessibility rules proposed by WCAG 2.0. In this context, the development of accessible applications has become a social responsibility for the software engineering industry [12].

However, the lack of knowledge and adequate training for the technology community is one of the problems faced in creating accessible products [13]. It is important to emphasize that the subject is rarely addressed in the academic training of students and, in addition, there is no explicit information about accessibility and software development models used by the industry [14].

Thus, in order to identify which models and tools support developers in the software coding phase that meet accessibility rules and requirements, a Rapid Review (RR) of the Literature was carried out, aiming to provide evidence and important information that may be useful to information technology professionals with regard to the development of accessible software.

This work is organized as follows: Section 2 presents concepts about accessibility, tools and related works; Section 3 describes the research method used; Section 4 presents the results of the RR; Section 5 presents the evaluation of results based on the professionals’ perception in the area of information technology through an opinion survey; Section 6 discusses the limitations and threats to the validity of this study. Finally, Section 7 concludes the work with final considerations and directions for future work.

2 Background

In this section, definitions and concepts useful to understand the contents used in this work are presented.

2.1 Accessibility and its Guidelines

The concept of accessibility arises from the need to include people with disabilities in society, in order to allow full participation and also contribute to improving the quality of life of these individuals [15]. When it comes to the Web, accessibility is the activity of making software applications more usable by as many people as possible, regardless of their different abilities [16].

In this way, accessibility can be understood as a process of adaptation of things and people (in relation to the way of thinking), so that this inclusion happens; and it can also be understood as a characteristic of everything that is accessible, that is, everything that has been suitable for use by people with disabilities [17].

Regarding the development of Web applications, accessibility is related to the suitability or adaptation of page codes so that they can work well with Assistive Technologies (ATs)\(^1\) as well as to support different types of interaction with interface components (e.g., keyboard and mouse navigation). Thus, in order to ensure that Web resources are accessible so that people with disabilities can use them, the main resources to be used are the accessibility guidelines created by the W3C.

The WCAG guideline refers to non-mandatory technical guidance and a set of documents that explains, through guidelines and recommendations, how to make Web content accessible so that people with disabilities can also make use of it [18]. The current version of WCAG is 2.1 and the document is structured around four principles (noticeable, operable, understandable and robust), twelve guidelines and three levels of compliance: A, AA and AAA (the first being the ranking of the least accessible sites, and the last being the most accessible sites, respectively).

For each principle, there is a set of guidelines that provide the basic goals and success criteria that developers must meet in order to make Web content more accessible to users with different types of disabilities. Following WCAG, software developers, applications and Web pages will be able to create content accessible to people with disabilities, including blindness and low vision, deafness and hearing loss, limited movement, speech impairment, light sensitivity and also guidelines for cognitive limitations and learning difficulties [18].

In addition to WCAG, there is another important standard also developed by the W3C, which is the WAI-ARIA (Web Accessibility Initiative - Accessible Rich Internet Applications), a technical specification that provides a framework that allows improving the accessibility of Web pages by marking the tag (marks that allow the creation of Web pages) of HTML [19].

Still in this scope, tools to detect accessibility problems play a fundamental role. Alonso et al. [20] suggest using automated tools to check websites for WCAG compliance more effectively. The next subsection presents an overview of these tools.

\(^1\)Assistive Technologies are tools and devices that help to promote, maintain or improve the independence of people with disabilities [15].
2.2 Accessibility Tools

There is a wide range of tools with different purposes and formats in order to support the accessibility verification throughout the software development and also in its evaluation, in general such tools aim to detect accessibility problems. According to Alonso et al. [20], WCAG manual testability is unreliable, suggesting the need for tools that can more effectively verify WCAG compliance.

Some tools can discover a number of accessibility issues at the same time (e.g., Accessibility Checker [2]). There are also some automated tools that can be used to analyze the code and discover specific problems quickly, such as the a11y checker [3], which aims to identify accessibility problems in HTML markup. Another very interesting tool worth mentioning is eslint-plugin-jsx-a11y [4], it is a library (lib) that can be added to the project being developed and has the purpose of performing a static verification on the source code with the purpose of detecting accessibility issues in React apps.

In addition, the W3C has a page that contains a list of numerous tools that can be useful in the process of ensuring accessibility in Web applications. The tools can be selected according to different filters, such as: the tool’s interface language, the accessibility standard used, the type of tool, whether it is a browser plugin, a website, a desktop program or a mobile application [21].

2.3 Related Works

Software Engineering plays an essential role in the process of developing accessible applications, as it is able to promote the integration between methodologies, techniques and specific accessibility activities throughout the software development [22]. With this, researchers have pointed out the importance of considering accessibility throughout the software life cycle [23, 24, 25].

Among the related works that aim to investigate accessibility throughout the software development cycle, there is the study by Paiva et al. [22], in which the authors carried out a systematic literature review (RSL) on accessibility and how it fits into software development processes. To achieve the objective, the authors investigated guidelines, techniques and methods presented in the literature and, from there, it was possible to provide designers and developers with methods that can support the process of enrichment and enhancement of accessibility. The study also presented some gaps and challenges that deserve to be investigated, among them, the lack of methods and tools to correct problems related to lack of accessibility in software. In this sense, our work aims to help mitigate this problem, highlighting studies that address this issue and present a model or tool that supports the development of accessible software.

In the study by Bi et al. [4], the authors sought to understand whether accessibility is considered in practice, what accessibility problems are faced by developers, what causes accessibility problems and what solutions are used to address accessibility problems. To achieve the goals, they collected 11,820 accessibility issues that developers discussed on popular GitHub projects. In doing so, the authors provide general recommendations for dealing with accessibility issues, as well as practical lessons on how to employ standards, tools, and APIs to ensure and facilitate the design and development of software that meets accessibility rules and requirements.

An empirical study aimed at understanding the accessibility of mobile applications developed for Android technology was conducted by Alshayban et al. [26]. The authors highlighted a large-scale analysis of the prevalence of a wide variety of accessibility issues in over 1,000 Android apps across 33 different app categories. With this, it was possible to identify 11 types of accessibility problems, for example, TextContrast and SpeakableText. The authors also released the results of a survey involving 66 professionals that reveal practices and challenges regarding accessibility in Android applications. Survey results show that developers are often unaware of accessibility principles and existing analysis tools are not sophisticated enough to use. This finding is very important because it is a motivating point for carrying out this research.

3 Research Method

RR is a kind of knowledge synthesis in which the elements of the systematic review process are simplified or omitted in order to generate information in a short period of time [27]. RR seeks to carry out a comprehensive and impartial research, based on a real prospected problem. In addition, RRs are secondary studies focused on providing evidence to practitioners in a timely manner at lower costs [28].

An RR has some key aspects [23]: (1) it reduces the costs of more bureaucratic methods; (2) provides evidence in a timely manner; (3) reports results through engaging media; and (4) works closely with profes-

[https://www.accessibilitychecker.org/]
[https://github.com/Muhnad/a11y-checker]
[https://github.com/jsx-eslint/eslint-plugin-jsx-a11y]
To perform the RR, we considered the guidelines provided by Cartaxo et al. [30], Tricco et al. [29] and Rico et al. [31]. In general, the main activities suggested by these authors are: (i) problem definition, (ii) specify the research questions, (iii) define the search string, (iv) search strategy, (v) data sources and inclusion and exclusion criteria, (vi) synthesis methods and (vii) initial proposals of how the results will be disseminated. The following subsections describe the study design and execution in detail.

3.1 Planning the Review

The planning and definition of the protocol that was used in this study had the involvement of professors and students of the research group in Software Engineering of the academic master’s program in Computer Science at Universidade Federal de Mato Grosso do Sul (UFMS) and who have solid knowledge and experience in software engineering and accessibility.

The identified problems that motivated this study are related to the lack of training and knowledge on the part of developers and technology professionals in relation to accessibility, very abstract and distant models from coding and CASE tools that offer little help during the process of software development [32, 33, 10, 22].

Thus, the main objective of this study was to identify which models and tools support developers in the software coding phase that meet accessibility requirements. Based on this objective, the following research questions were defined:

**Research Question 1 (RQ1):** What are the main models or tools that support the developer in the coding phase in relation to producing accessible code?

**Research Question 2 (RQ2):** What are the main features of the existing tools that support the developer in the coding phase in relation to producing accessible code?

During the process of definition and construction of the search string, three studies were defined that were called “control articles”, as they are relevant to the scope of this study and consequently should be returned in the search using the search string. Thus, from these studies that are listed in Table 1, a set of keywords was selected (present in the title, abstract and keywords of the studies) that were combined with the research questions.

<table>
<thead>
<tr>
<th>Title</th>
<th>Keywords</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>Refining the Acceasy Framework from an accessibility assessment</td>
<td>accessibility, Web development</td>
<td>[34]</td>
</tr>
<tr>
<td>Checking and correcting the source code of Web pages for accessibility</td>
<td>accessibility, checking, correcting, source code</td>
<td>[35]</td>
</tr>
<tr>
<td>AccTrace: Accessibility in Phases of Requirements Engineering, Design and Coding Software</td>
<td>accessibility, implementation, coding phase, coding software</td>
<td>[36]</td>
</tr>
</tbody>
</table>

Table 1: Studies and keywords used to define the search string

The set of keywords was tested in different databases in order to test whether the control articles returned in the results and, consequently, the keywords could be improved and refined iteratively, as well as synonyms and variations of the keywords were established to find a set of relevant studies. Finally, using logical operators to connect the keywords, the search string looked like this:

(`(“software implementation phase” OR “software coding phase” OR “coding software” OR “correcting source code” OR “checking source code” OR “implementation phase” OR “coding phase” OR “web development”) AND accessibility`).

After defining the search string, the used search strategy followed the following procedures: (i) search and extract the studies in the IEEE Xplore[5] and Scopus[6] databases using the search string; (ii) eliminate duplicate studies; (iii) filter studies by title, keywords and analysis of abstracts using inclusion and exclusion criteria; (iv) read the selected studies in full; (v) extract the data (using an extraction form); (vi) summarize the results and (vii) disseminate the results.

The use of only two databases was due to the fact that Scopus indexes and carries out research in several relevant digital libraries on Software Engineering [28], returning studies published in various journals and conference proceedings. Furthermore, considering that the RRs have a short period of execution, it was decided to use only the two databases mentioned for the search and obtainment of the studies.

The selection procedure was based on inclusion and exclusion criteria. For the inclusion criteria, studies related to the theme of Web accessibility and that present a model or tool that supports accessibility during the software coding phase were considered.

The exclusion criteria (EC) used were the following:

- **EC1**: Studies that are not written in English or Portuguese;
- **EC2**: Studies that are not peer-reviewed (for example, preface, book, editorial, abstract, poster, panel, lecture, roundtable, workshop or demonstration) and work in progress;
- **EC3**: Studies that do not meet the inclusion criteria;
- **EC4**: Studies not fully accessible in electronic format.

Two researchers jointly developed the review protocol, which was reviewed and evaluated by the other researchers involved in this study and also by professors from the research group.

### 3.2 Conducting the Quick Review

One researcher (first author) performed activities 1, 2, 3 and 4, and the other researchers involved in the study were responsible for proceeding with the review and evaluation of these steps performed by the first author. The summary of the selection steps can be seen in Figure 1 and will be detailed below:

1. Using the search string, a researcher performed searches in the IEEE Xplore e Scopus databases, obtaining a total of 170 studies, 16 in IEEE Xplore and 154 in Scopus;
2. Subsequently, 10 duplicate studies were removed, leaving a total of 160 studies;
3. Applying the inclusion and exclusion criteria 152 studies were eliminated;
4. Finally, 8 studies remained for the complete reading and data extraction, which are listed in Table 2.

![Figure 1: Summary of Selection Steps](https://bityli.com/ByCM0h)

The Table 3 presents a summary of the exclusion criteria, informing the number of studies eliminated in each criterion. An explanation is needed about the number of studies eliminated in the EC3 exclusion criterion, this is due to the fact that several studies eliminated in this criterion had evaluation tools and/or had no relation to the scope of this study. A spreadsheet containing information about the studies and inclusion and exclusion criteria that were applied is available at [https://bityli.com/ByCM0h](https://bityli.com/ByCM0h).
Table 2: Selected studies for full reading and data extraction

<table>
<thead>
<tr>
<th>ID</th>
<th>Title</th>
<th>Presented</th>
<th>Year</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>01</td>
<td>Refining the Access Framework from an accessibility assessment</td>
<td>Tool</td>
<td>2021</td>
<td>[34]</td>
</tr>
<tr>
<td>02</td>
<td>A model-driven approach to cross-platform development of accessible</td>
<td>Model</td>
<td>2020</td>
<td>[37]</td>
</tr>
<tr>
<td></td>
<td>business apps</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>03</td>
<td>AccTrace: Accessibility in Phases of Requirements Engineering, Design</td>
<td>Tool</td>
<td>2014</td>
<td>[36]</td>
</tr>
<tr>
<td></td>
<td>and Coding Software &amp; accessibility, implementation, coding phase, cod-</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>ing software</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>04</td>
<td>Integrating accessibility as a quality property in Web developments</td>
<td>Model</td>
<td>2013</td>
<td>[35]</td>
</tr>
<tr>
<td>05</td>
<td>A framework for building Web sites that are friendly to visually impaired</td>
<td>Tool</td>
<td>2012</td>
<td>[12]</td>
</tr>
<tr>
<td>06</td>
<td>Checking and Correcting the Source Code of Web Pages for Accessibility</td>
<td>Model + Tool</td>
<td>2012</td>
<td>[35]</td>
</tr>
<tr>
<td>07</td>
<td>Increasing the quality of Web systems: By inserting requirements of ac-</td>
<td>Model</td>
<td>2012</td>
<td>[35]</td>
</tr>
<tr>
<td></td>
<td>cessibility and usability</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>08</td>
<td>A Web design framework for improved accessibility for people with dis-</td>
<td>Model</td>
<td>2008</td>
<td>[39]</td>
</tr>
<tr>
<td></td>
<td>abilities (WDFAD)</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 3: Summary of Exclusion Criteria

<table>
<thead>
<tr>
<th>Criteria</th>
<th>Amount</th>
</tr>
</thead>
<tbody>
<tr>
<td>EC1. Studies that are not written in English or Portuguese</td>
<td>6</td>
</tr>
<tr>
<td>EC2. Studies that are not peer-reviewed (for example, preface, book, editorial, abstract, poster, panel, lecture, roundtable, workshop or demonstration) and works in progress</td>
<td>5</td>
</tr>
<tr>
<td>EC3. Studies that do not meet the inclusion criteria</td>
<td>140</td>
</tr>
<tr>
<td>EC4. Studies not fully accessible in electronic format</td>
<td>1</td>
</tr>
</tbody>
</table>

3.3 Data Extraction

At this stage, relevant data that could help answer the research questions were extracted and a form was created and used to document, store and organize the data extracted from the studies. Table 4 shows the form that was used to document the information extracted from the studies.

Table 4: Information extracted from the form of the selected studies

<table>
<thead>
<tr>
<th>Information</th>
<th>Options</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Paper ID</td>
<td></td>
</tr>
<tr>
<td>2. Title</td>
<td></td>
</tr>
<tr>
<td>3. Model or Tool</td>
<td></td>
</tr>
<tr>
<td>4. Researchers Summary</td>
<td></td>
</tr>
<tr>
<td>5. Context Description</td>
<td>Yes(which?) / No</td>
</tr>
<tr>
<td>6. Presented Tool</td>
<td>Yes(what characteristics?) / No</td>
</tr>
<tr>
<td>7. Evaluation Description</td>
<td>Yes(which?) / No</td>
</tr>
<tr>
<td>8. Year</td>
<td></td>
</tr>
</tbody>
</table>

4 Results

The RR was carried out in the period from September 15, 2021 to March 11, 2022, performing the phases mentioned in the previous subsections.

As described in subsection 3.2, 8 studies were selected to answer the research questions, of which 3 studies present a tool, 4 studies present a model and 1 study presents a model and tool. The results are described below.

RQ1: What are the main models or tools that support the developer in the coding phase in relation to producing accessible code?

When analyzing the selected studies, models and tools were found that are intended to support developers during the software development process in order to meet accessibility requirements, more precisely in the coding phase. Next, the models and tools found in the selected studies will be presented.

4.1 Models

The study by Vu et al. [35] presents a model to verify and correct the source code of Web pages, taking into account accessibility and its corresponding structure. In the proposed processing model, inputs are defined by an HTML page on the client side and a page with source code on the server side, which is processed through four steps in order to achieve compliance with WCAG 2.0.

According to the authors, both inputs go through parsers so that it is possible to obtain the client and server nodes represented by tags. Next, the client nodes are checked for compliance with WCAG according
to techniques contained in WCAG. In the next (third) step, efforts are focused on discovering server nodes that have violations of WCAG recommendations. This is done by mapping only non-compliant client nodes to server nodes. The fourth step is performed semi-automatically and focuses on fixing noncompliant server nodes.

In order to evaluate the proposed model, the authors implemented a tool called CHECORSER, which has the function of checking and correcting ASP language scripts according to WCAG rules. The authors mention that they tested the use of the tool, which worked efficiently for the MVC (Model, View, Controller) model, however, they did not present details of this evaluation.

A Web Design Framework to Improve Accessibility for People with Disabilities (WDFAD), which provides a set of guidelines on how to develop accessible Web applications for people with visual impairment, was presented by Baguna and Lubega [39]. WDFAD provides a set of guidelines for developers to be able to develop accessible Web applications. These guidelines are based on the three elements of Web applications, namely: content, navigation, and user interface. Using the Non Functional Requirements (NFR) framework, Web accessibility design goals are represented as primary and secondary goals.

Primary goals represent high-level Web accessibility design goals, such as: content accessibility (A), navigation accessibility (B), and user interface accessibility (C). On the other hand, secondary objectives represent what needs to be done (Web accessibility requirements) to achieve the primary objectives. WDFAD aims to make Web accessibility guidelines easier for developers to understand and apply, so that it is possible to create accessible resources for people with disabilities, especially those with visual impairments [39].

A model whose solution is user-centered, iterative, accessibility-aware and evolutionary, which values accessibility from the beginning of the project is proposed by Reichling and Cherfi [25]. In the approach proposed by the authors, an iterative process containing three phases is presented: analysis, design and evaluation.

The analysis phase aims to understand the specific requirements and needs and define the context of use and also contains a specification of goals and objectives, containing accessibility requirements. The design phase is about how to produce a design that meets the requirements of the users. The evaluation phase intends to evaluate the quality of the product and this means identifying eventual accessibility problems or evaluating if the requirements are met, if it complies with the accessibility guidelines and if it satisfies the expectations of the end users, obtaining feedback [25]. In addition, by proposing that the phases are iterative and evolutionary, agile methodologies are combined with the integration of accessibility criteria in Web development.

In Dias et al. [38] a model is proposed in order to include accessibility requirements in a Web engineering framework. For this, the authors extended a classic model to the process of developing Web applications aiming to include accessibility and usability in non functional requirements during development from the early stages. Based on this, the main result obtained was a list of non-functional requirements in compliance with WCAG accessibility guidelines and usability heuristics formalized by Jakob Nielsen and Rolf Molich, which must be considered by Web engineering during the development of Web systems.

In Rieger et al. [37] a model-driven framework is presented, which aims to develop model-driven mobile applications, based on the framework Xtext[7] which allows the creation of textual languages, provides a Domain Specific Language (DSL) for specifying user interfaces, data model, and workflows of data manipulation steps for the entire application. The original structure of the model-driven framework did not have dedicated support for accessibility features, so the authors extended the model-driven framework considering accessibility requirements so that the generated applications would support those requirements and this proposed framework would be compliant with accessibility guidelines.

4.2 Tools

The study by Germano et al. [34] presented a front-end framework for creating responsive Web applications with accessibility for the visually impaired called Acceasy, based on guidelines WCAG 2.0. The purpose of this framework is to facilitate the creation of Web pages by developers through the generation of HTML code. The framework that uses the JavaScript programming language implements some functions whose intention is to return a list of objects that represent the contents that will be translated into tags and will constitute the page that will be built in the HTML text markup language.

To evaluate the Acceasy framework, a website containing basic mathematical operations (addition, subtraction, multiplication and division) was developed using the framework. The results show that the functions present in Acceasy generate accessible HTML code, being able to improve the interaction of the visually impaired.

[7]Xtext, which is an open source framework for developing programming languages and domain-specific languages (DSLs). Unlike standard parser generators, Xtext not only generates a parser, but also a class template for the Abstract Syntax Tree and a fully customizable Eclipse-based Integrated Development Environment (IDE) with all resources.
impaired with websites. According to the authors, the results indicate that the framework lacks the implementation of some elements so that it is able to generate skip links and a manager of headers and their hierarchies.

A tool called AccTrace (Eclipse plugin) was developed by Branco et al. in order to allow traceability of accessibility requirements and provide relevant information for the developer in building accessible products. Making use of the tool, it is possible to evolve the accessibility requirements up to the software coding phase. In general, comments are added to the source code (more precisely in the class scope) indicating what should be included when writing the source code to meet accessibility requirements. The tool was evaluated through a proof of concept, where a software project (Web search engine) was created, the evaluation results according to the authors indicate that the objectives of the proposed approach were achieved.

A tool called CHECORSER for checking and correcting Web pages that make use of ASP technology was presented by Vu et al. The tool allows developers to verify and correct server source pages, rather than just checking WCAG compliance for HTML client pages. The tool is very useful as it is able to identify possible violations of accessibility rules, in order to allow developers to make the necessary corrections during software development. However, the authors did not describe the evaluation of the tool in question.

Wanniarachchi and Jayathilake propose a framework in the form of a tool called “Web Accessibility Generator”, whose purpose is to automate the process of developing accessible websites. The Web Accessibility Generator is intended to be a comprehensive framework that can be used by Web developers during the process of creating or modifying websites for accessibility. Therefore, the proposed solution suggests an interactive mechanism with the Web developer to detect accessibility problems and correct them. The accessibility rules defined in the Web Accessibility Generator target users with visual impairments, and finally, the corrections of problems related to detected accessibility violations must be done manually by the Web developers.

4.3 Main features of the tools presented in RQ1

Based on studies that presented some tools, the main characteristics of the tools mentioned in the answer to RQ1 are presented in Table 5 and aim to answer RQ2.

RQ2: What are the main features of the existing tools that support the developer in the coding phase in relation to producing accessible code?

From the data extracted from the selected studies, we can observe that all of them present and follow some accessibility guidelines. It is worth noting that WCAG was cited in all studies, version 2.0 of the aforementioned standard was followed by 6 studies, version 2.1 by 1 study, one study did not report the version of WCAG it was following and this study also followed eMAG (Accessibility Model in Electronic Government).

With this, one can conclude the importance of accessibility guidelines to support the creation of accessible products. In addition, the guidelines are used to guide the creation of models and tools that help developers in the process of developing software that meets accessibility requirements.

5 Evaluation of Results and Discussion

As the purpose of the RRs is to provide information and evidence to professionals in a timely manner and thus contribute to solving practical problems faced by them, the evaluation of data extracted from the literature with professionals in the technology area is necessary.

Thus, we conducted an opinion survey with professionals in the technology area, in which they were able to answer a form containing questions that were prepared based on data extracted from the literature. The aim was to obtain the opinion of these professionals based on their perceptions of the data extracted from the literature, identifying whether or not they agreed with the findings based on the selected studies and whether such findings are useful and relevant to be able to solve the prospected problem that motivated this RR.

The form was available to be answered from 08:00 am on February 1, 2022 until 11:59 pm on February 7, 2022. During this period, 20 responses were submitted and it is estimated that the form was delivered to approximately 200 professionals (the exact number could not be determined as the professionals shared the form with some of their contacts).

---

8 Skip Link is an internal link at the beginning of a hypertext document that allows users to skip browsing material and quickly access the main content of the document.

9 The eMag is a document that contains a set of recommendations with the purpose of allowing and assisting in the implementation of digital accessibility on websites of Brazilian government institutions, its elaboration was based on the guideline WCAG.

10 https://emag.governoeletronico.gov.br
Table 5: Main features of the tools mentioned in RQ1

<table>
<thead>
<tr>
<th>Tool</th>
<th>Features</th>
<th>Reference</th>
</tr>
</thead>
<tbody>
<tr>
<td>Acceasy</td>
<td>Enables the creation of HTML5 codes (language used to create of the pages of the sites, Hypertext Markup Language) indirectly, through the use of JavaScript (Web programming language), with this, from the framework it is possible to create the elements (tags) that make up a Web page and these already meet the rules of accessibility. In addition, the generated code is responsive, that is, it works properly on devices with different screen sizes, so that on each of them the interface components are automatically adjusted, providing a suitable user experience for each user device.</td>
<td>[34]</td>
</tr>
<tr>
<td>AccTrace</td>
<td>Enables traceability of accessibility requirements, generates feedback in the source code (more precisely in the class scope), based on the information described in the requirements, which have information about accessibility. It is worth noting that this tool does not perform source code verification, but provides important information in the source code that helps the developer during the development process.</td>
<td>[39]</td>
</tr>
<tr>
<td>CHECORSER</td>
<td>Allows developers to (i) automatically identify and generate the missing elements (including nodes, attributes) of an ASP.NET page; (ii) enter the default values of these missing elements for this page; (iii) identify violations in the source code; (iv) receive suggestions to correct violations on server origin pages; and (v) perform automatic code correction of the server’s source pages.</td>
<td>[35]</td>
</tr>
<tr>
<td>Web Accessibility</td>
<td>Generator</td>
<td>[12]</td>
</tr>
</tbody>
</table>

One of the questions sought to identify whether the professionals had knowledge about Web accessibility, 12 participants said they did not have knowledge about Web accessibility, which represents most of the answers, and this is in accordance with what was reported by Sirikitsathian et al. [32] who found a lack of knowledge on the part of IT professionals about accessibility, thus, the responses of these participants were discarded. Thus, after carrying out this screening, we were left with a total of 8 responses, this is our sample, which for this study only takes into account the responses of participants who said they had knowledge of Web accessibility.

All the information below is related to the professionals who answered the form and who make up the selected sample. Based on this, the academic profile of the professionals was as follows: 25% Undergraduate, 25% Specialization, 37.5% Master’s and 12.5% Post-Doctorate. Where it is possible to observe that the highest percentage is represented by participants who have a master’s degree. This can be explained by the fact that several contacts of the authors in the industry have already passed through the academy, in addition, professionals who have a background in research tend to be more receptive to responding to academic research.

Regarding the level of knowledge in programming or development of Web systems: 62.5% said they had advanced knowledge, 12.5% intermediate and 25% basic. Among the knowledge in accessibility reported by the participants, the following stand out: (1) knowledge about WAI-ARIA attributes for images, labels and forms; (2) knowledge about eMAG (Electronic Government Accessibility Model); (3) Accessibility on government portals; (4) accessibility toolbar items; and (5) use of settings and attributes that facilitate reading for the visually impaired.

A total of 100% of professionals agreed that a possible solution to make it possible to build products accessible to people with some type of disability would be to consider accessibility during the entire software development cycle from the initial stages, accordance with what was reported by Paiva et al. [22]. Furthermore, when it comes to software development, all professionals agree that using tools that support and assist during the development process (coding) can be useful in creating systems that meet accessibility rules.

Regarding the importance of having models (diagrams containing process flow, guides) that can be followed and tools that help during the software development process, 100% of professionals responded that models and tools can be useful to obtain success in creating systems that meet accessibility rules.
and requirements, something that was already expected by the authors of this study, but which could be confirmed by the professionals who responded to the opinion survey.

Through an open question provided at the end of the questionnaire, it was possible to obtain feedback from technology professionals who participated in the opinion survey, on what they expect software coding tools to offer in terms of features that help create more accessible products. Some suggestions from professionals were:

- Conduct a source code check of the software being developed for violations or accessibility issues and send alerts warning of elements of the source code that do not comply with the guidelines, in addition, present implementation examples that help to solve the identified problem;
- Display a list of accessibility rules with implementation examples;
- Provide a specialized accessibility lint to perform source code verification for accessibility violations;
- Facilitate the automatic generation of source code so that standard attributes are included to make the code accessible, for example: when inserting an `<img>` tag for images, also insert the attribute that makes the image accessible (attribute “alt” for the tag `<img>`) with the default value, so the code would look like `<img alt=""/>` conforming to WCAG 2.1 Level A Criterion 1.1.1.

The results of the opinion survey with the professionals were considered satisfactory by the authors, because, in addition to being able to evaluate the data extracted from the literature from the perspective of the perception of IT professionals, it also served to identify what they expect from the tools to offer in terms of characteristics, this feedback can guide future work.

It was also possible to identify that several professionals do not have knowledge about Web accessibility, something that confirms what is reported in other academic works such as those by Bi et al. [4] and Sirikitsathian et al. [32]. In addition, it was possible to confirm that accessibility issues being incorporated throughout the software development cycle from the early stages increases the chances of being able to build software accessible for people with disabilities.

6 Limitations and Threats to Validity

Threats to internal validity refers to aspects that can somehow affect the results obtained in the study [27], as can be seen below: (1) two databases were used to search for articles in order to increase the number of studies found, but at the same time using few databases can restrict the number of studies found; (2) the entire selection process was conducted by a solo researcher and reviewed by the other researchers involved in the study in order to validate what is included in the protocol and also the findings extracted from the selected studies; (3) an important limitation with regard to the evaluation of results with professionals in the technology area is that the perceptions of the participants who responded to the form were evaluated based on data extracted from the literature, that is, the perceptions could be different if other studies were selected from other search bases.

Another point to be mentioned in the threats to validity is the fact that professionals participated in the study only in the phase of evaluation of data extracted from the literature and not from the conception of planning and definition of the research protocol as recommended by Cartaxo et al. [28]. However, the results of this study show that this did not harm or negatively impact the performance of this research, as the results of this study are in accordance with what has been reported in works related to ours, as an example we can mention the works of Paiva et al. [22] and Bi et al. [4].

7 Final considerations and future works

This work sought to identify which models and tools can support developers in the software coding phase, so that it is possible to meet accessibility requirements. The data obtained were extracted from the literature and were evaluated together with professionals in the area of information technology through an opinion survey. With this, it was possible to conclude that taking into account accessibility throughout the software development cycle from the early stages, as well as having models and tools that help developers during the software coding process, are essential for success in creating accessible products.

Regarding future work, considering the results obtained in this RR, it is intended to develop a conceptual model focused on source code static verification and to develop a lint code verification tool that can help
software developers to create Web systems that meet accessibility rules and requirements. In addition, it is expected that the tool will be able to verify the source code being developed, alert developers in case of violations of accessibility rules according to WCAG guidelines and propose tips for such accessibility violations to be resolved, in this way, to contribute to the creation of accessible products. In addition, it may be interesting to complement this work with snowballing.
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